Compiler Construction Labsheet-7

**Theory related to Yet Another Compiler Compiler (YACC)**

1. The objective of this lab is
   * To understand the working of Yet Another Compiler Compiler (YACC)

The UNIX utility yacc (Yet Another Compiler Compiler) parses a stream of tokens, typically generated by lex, according to a user-specified grammar.

**Structure of a yacc file**

A yacc file looks much like a lex file:

...definitions...

%%

...rules...

%%

...code...

**Definition section:** As with lex, all code between %{ and %} is copied to the beginning of the resulting C file. There can also be various definitions.

**C code:** Any code between %{ and %} is copied to the C file. This is typically used for defining file variables and for prototypes of routines defined in the code segment.

**definitions:** The definitions section of a lex file was concerned with characters; in yacc this is tokens. These token definitions are written to a .h file when yacc compiles this file.

**associativity rules:** These handle associativity and priority of operators (will be covered in the coming labs).

**Rules section:** As with lex, several combinations of pattern and action. The patterns are now those of context-free grammar rather than regular expressions as with lex.

**User code:** This can be very elaborate, but the main ingredient is the call to yyparse, the grammatical parse.

# Lex Yacc interaction

Conceptually, lex parses a file of characters and outputs a stream of tokens; yacc accepts a stream of tokens and parses it, performing actions as appropriate. In practice, they are more tightly coupled.

If your lex program supplies a tokeniser, the yacc program will repeatedly call the yylex routine. The lex rules will probably function by calling return every time they have parsed a token. We will now see how lex returns information in such a way that yacc can use it for parsing.

![](data:image/jpeg;base64,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)

*The shared header file of return codes :* If lex is to return tokens that yacc will process, they must agree on what tokens there are. This is done as follows.

# Example 1:

**First write Yacc program with file extension .y for example “sampleyacc.y”**

//Yacc program that recognizes sentences having one or more WORD and end with a NUM linked with ***samplelex.l***

%{

# include <stdio.h>

%}

%token NUM WORD

%%

sentence: s{return 1;}

;

s:WORDS NUM

;

WORDS: WORD WORDS

| WORD

;

%%

void main()

{

printf ("Enter the sentence:\n"); yyparse();

printf("Valid statement:\n"); exit(0);

}

void yyerror()

{

printf("Invalid statement:\n"); exit(0);

}

// ***samplelex.l*** lex program to generate tokens WORD and NUM defined in ***sampleyacc.y***

# Yacc program

%{

#include "y.tab.h"

%}

%%

[a-z]+ return WORD; [0-9]+ return NUM;

\n return yytext;

%%

# //Compiling yacc and lex

/\*

$ yacc -d sample.y // compile yacc program

$ flex samplelex.l // compile lex program

$ cc y.tab.c lex.yy.c -ll –ly // using yacc and lex to generate .c program

$ ./a.out

\*/

Other things to note:

* The WORD and NUM tokens that were used in the lex code are defined here in the definitions section; lex knows about it by including the y.tab.h file.

**Example 2: Write Yacc and Lex to accept a\*b\*.**

**Example 3: Write Yacc and Lex for where**

**Example 4:** Consider the following context free grammar

where can be generated from [a-z]+.

Write YAAC and LEX programs to check the given arithmetic expression can be generated by the above grammar.

**Return values**

In the above, very sketchy example, lex only returned the information that there was a number, not the actual number. For this we need a further mechanism. In addition to specifying the return code, the lex parser can return a value put on top of the stack, so that yacc can access it. This symbol is returned in the variable yylval. By default, this is defined as an int so that the lex program would have: extern int yylval;

%%

[0-9]+ {yylval=atoi(yytext); return NUMBER;}

**Example:5**

**// sample program to print the integer value of NUM token returned by lexer in yacc code**

**using yylval**

**Homework:**

**1. Write a yacc and lex program to perform addition of two numbers.**